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Abstract—The objective of resource allocation systems is to assign valuable corporate resources to meet business demands. However, in applications involving stochastic events, demands cannot be determined explicitly beforehand. For those applications, computer simulation is often used to predict resource demands. This paper describes research in developing a knowledge-based simulation system to predict resource requirements at an international airport. Our intelligent resource simulation system (IRSS) determines how many check-in counters should be allocated to each departure flight while providing passengers with sufficient quality of service. This predicted resource requirement is then used by a constraint-based resource allocation system to allocate the actual check-in counters. Because IRSS considers many more factors than a human can, the resulting allocation schedule is more efficient. These factors include: 1) different service rates for different destinations, airlines, or handling agents; 2) different passenger arrival rates for different times of the day or days of the week; and 3) different requirements for different service levels, etc. Our experiments show that there are substantial resource savings by combining a resource allocation system with an intelligent resource simulation system.

Index Terms—Constraint-based scheduling, discrete event simulation, knowledge-based simulation, resource allocation.

I. INTRODUCTION

In this paper, we present the overall design of our intelligent resource simulation system (IRSS) used by a constraint-based airport check-in counter allocation system (CCAS) [2]–[4]. The allocation system itself consists of three major components as seen in Fig. 1: a database which forms input facility, the IRSS, and a constraint-based scheduling system. Airlines enter their seasonal check-in counter requests through the database forms input facility. These requests represent “desired” allocation and may not necessarily be the actual number of check-in counters allocated by the authorities. The authorities use the IRSS to predict the minimum number of check-in counters needed to satisfy the predefined service levels. The constraint-based scheduling system will then use both the simulated values and the requested values to perform check-in counter allocation. Our experiments show that there are substantial resource savings by combining a resource allocation system with an IRSS. This paper focuses on the design and implementation of the IRSS. Details of the constraint-based scheduling system itself can be found in [2]–[4].

Previously, the allocation of check-in counters was done manually without any simulation tools. The predicted resource demand was derived from experience and represented only an approximation. Because of the complexity involved, subtle variations in resource demand due to different time of day, flight destination, airline, and handling agent were ignored. Hence, the manually constructed check-in counter schedule might not utilize the airport facilities effectively. With the growing amount of traffic at most airports, a more efficient approach was needed to optimize resource utilization. The CCAS was, therefore, designed to incorporate an intelligent knowledge-based resource simulation module into more precisely predict resource requirements.

Our IRSS has been in use at the Hong Kong Kai Tak International Airport since 1995. At that time, this airport was the third busiest international airport in the world, handling approximately 150,000 flights per year and over 75,000 passengers daily. However, due to the physical limitations of the airport terminal building, there were only a limited number of check-in counters available (a total of about 300). Resources at the old airport were limited, since the new Chek Lap Kok International Airport was due to replace the Kai Tak Airport on July 6, 1997. In order to cope with increasing traffic at this aging airport, the authorities had to rely on advanced computer simulation and scheduling to manage their resources more efficiently. With the use of our IRSS, the airport was able to increase traffic to a total of over 165,000 flights and 28.3 passengers in 1997.

The check-in counters at Kai Tak Airport were managed centrally by the Civil Aviation Department (CAD). This Government authority made daily assignments of counters to airlines or their designated handling agents. This problem required an accurate estimation of the actual check-in counter requirement for each departing flight. Our simulation system was designed and developed to estimate this resource requirement.

IRSS is a knowledge-based simulation system and uses rules and heuristics to encode knowledge on how simulation parameters vary with different types of flights. Based on these rules, IRSS automatically constructs a simulation model and associated experimental parameters for each departure flight. Through an iterative simulation and intelligent search algorithm, the IRSS automatically determines the minimum number of counters needed. This minimum check-in counter profile is generated according to the number of passengers...
boarding a flight, the passenger arrival profile, the average service rate, and the airport service commitment. Given a daily schedule, the IRSS computes the minimum profile for each flight and stores this information in a database. The constraint-based scheduling system then takes this information and produces a check-in counter allocation plan.

In this paper, we will discuss only the design and development of the knowledge-based IRSS. We will also present the results of simulating the check-in process for different categories of flights. The CCAS constraint-based scheduling system is a component that operates independently from the IRSS and is documented separately [2]–[4].

II. THE CHECK-IN COUNTER PROBLEM

The check-in counter allocation problem is quite different from other traditional resource allocation problems, in that the amount of resources required is not known beforehand. The process of checking in passengers is stochastic, and the number of required check-in counters varies with time since the total number of passengers per flight is different. Other factors such as time of day, day of the week, and destination will all influence the amount of resources to be allocated. Due to this complexity, it is practically impossible for a human to predict resource requirements accurately on a daily basis.

Previously, check-in counter allocation was performed manually at the Kai Tak Airport based on prior experience and simple heuristics. The procedure starts by selecting airlines with the most check-in counter requests. Airlines with more flights and check-in counter requests are allocated first. Whenever a resource conflict is encountered, the affected airlines are notified, and conflicts are resolved through verbal negotiation. This procedure continues until all the check-in counter requests from all the airlines have been allocated. The major drawback with this procedure is that it relies on the resource requirements provided by the airline and the experience and skill of the human schedulers. However, airlines tend to request many more counters than actually needed to provide better service to their passengers. Unfortunately, the airport was already overcrowded and could not afford to underutilize their check-in counters. At the same time, it was impossible for a human to judge whether requests made by an airline were reasonable without an intelligent simulation tool.

Our knowledge-based IRSS is different from other conventional airport terminal simulation systems, in that previous systems were designed to simulate the overall situation in an airport terminal building after a schedule has been generated [9], [14], [15]. The simulation models developed by Sokkar and Nelson [14], and Weiss and Lacher [15] were for simulating air traffic flow at a major airport. These models are used to study flight delays and the effect of scheduling patterns on airport congestion. On the other hand, the simulation model developed by Haeme et al. [9] helps airlines evaluate their on-time arrival performance. The model described in [5] relates to the simulation of aircraft operations such as the unloading, refueling, and loading of aircraft. SABRE Decision Technologies [7] indicated that simulation was used in the Berlin Interim West Terminal to identify areas of the terminal in which bottlenecks and overcrowding occurred, and that it was used in Miami to ensure the adequacy of the facilities to accommodate the projected passenger flow and air traffic. In the past few years, not much research work has been documented on airport terminal simulation and little, if any, has been documented on simulation of check-in counter resources to support planning and scheduling. Although Drake and Smith [6] described a simulation system to support real-time planning, scheduling, and control, their problem domain is in manufacturing. Hopefully, this paper can provide some insights on how advanced computer simulation can help a scheduling system to optimize the utilization of airport check-in counter resources.

In Hong Kong, airlines submit seasonal and daily check-in counter requests in the form of a flight schedule plus the number of check-in counters requested and their opening and
closing times for each flight or flight group. These requests can be represented as rectangular blocks, which we call check-in counter profiles. Fig. 2(a) is an example where seven check-in counters are requested for 4 h. In the ideal case, all that is needed during scheduling is to assign a bank of counters that will fit this profile. Unfortunately, since counters are limited, the authorities very often will not be able to meet all airline requests. The authorities needed to differentiate between what is the “real” need versus what is the “desired” need. The desired need is usually much larger than the real need, since airlines would like to provide better service to their customers by operating more counters for a longer period of time. For illustration purposes, the real need might be represented by a check-in counter profile of the shape displayed in Fig. 2(b). In this example, check-in counters are only needed 3 h before check-in closing time. In order to check in all the passengers within a given level of service quality, two counters should be opened during the first hour of operation, then four counters, and finally six counters in the last hour of operation. The main objective of our knowledge-based simulation system is to compute and determine this real need. Using results from the IRSS, the CCAS allocation system will then allocate counters within the range defined by the desired and real profiles depending upon the availability of check-in counters at that time.

III. SIMULATION PARAMETERS

The knowledge-based IRSS automatically generates a simulation program from basic flight information such as the airline, destination, departure time, and total number of passengers. The following describes how the simulation parameters are automatically generated.

A. Simulation Duration

The simulation duration is the time range between which events are to be simulated. Two types of simulation duration are used by IRSS: simulation duration for a single flight and simulation duration for a common check-in group. At Kai Tak Airport, each check-in counter is normally assigned to service passengers from a single flight. However, an airline may decide to group some of their flights together to form a common check-in group. The check-in counters assigned to a common check-in group are shared among all the flights within that group.

For single flight simulation, the duration of the simulation is simply the duration of the check-in counter profile, which is determined by the type of flight and destination. This can range from 1.5 to 4 h depending upon whether the flight is short, local, or long. At our airport, the authorities impose a special rule of closing the counters 40 min before the scheduled departure time. Hence, our simulation duration also ends at counter closing time, which is 40 min before flight departure.

For a common check-in group, the duration of the simulation will depend upon the first and last flight within the common check-in group. The simulation duration will start with the check-in counter start time of the first flight and end with the check-in counter closing time of the last flight.

B. Number of Counters

The number of counters to be simulated will vary with time. The example in Fig. 2(b) shows that the number of counters varied from two to four and six, and that the changes take place on an hourly increment. In IRSS, the time of change can be more fine-tuned and can be in increments of 15 min. The number of counters to be simulated will depend on the simulation goals. The basic goal is that there should be enough counters to process all the passengers boarding this flight before counter closing time. Another goal, related to service quality, is the tolerable queue length and waiting time. To provide better service, the queue length and waiting time cannot be too long. On the other hand, since there are only a limited number of counters, we must restrict how many counters can be assigned. It is not easy to find a balance between these conflicting goals. The approach taken is first to compute a minimum check-in counter profile that will maintain a maximum queue length and waiting time during the time counters are open. During allocation, the CCAS will then allocate more counters if additional counters are available. In addition, the simulation goals can also be seasonal dependent. For example, during peak seasons or holidays when the demand on check-in counters is higher, the maximum allowed queue length and waiting time may also be defined to be longer than offpeak seasons. This will allow more flights to be processed at the expense of reduced quality of service.

1) Arrival Profile: The passenger arrival rates will depend on many factors such as the time of departure and the destination of the flight. For example, if the flight is scheduled...
to depart early in the morning, passengers will usually arrive a bit later than the statistical average. The approach used by the IRSS is to define a set of statistical average arrival patterns. These arrival patterns are extracted from statistical data collected by the airport. A knowledge base of heuristics is defined in IRSS to adjust the average arrival patterns based on additional features of the current flight. A further complication to the simulation model is that the passenger arrival rate is a nonstationary distribution with more passengers arriving during the middle part of the check-in counter opening period. In our simulation model, we use a passenger turn-up profile to generate the passenger arrival rates using an exponential distribution with time-varying mean. More description of the use of the exponential distribution for the passenger arrival rate is presented in Section IV.

2) Check-In Processing Time: The check-in processing time or the service rate will also depend on many factors related to the flight. For example, flights to certain destinations may require more processing time because travellers may check-in more than the average amount of baggage. Certain countries may require a more stringent passport and visa check. The type of payment used for the departure tax will also affect the processing time. Credit card payments will take longer. These are also encoded as heuristics in our IRSS.

IV. SIMULATION METHODOLOGIES

Many real-world queuing systems such as those found in industries like banking, health care, manufacturing, telecommunications, and transportation have been modeled using discrete-event simulation, e.g., [1], [8], [10], and [11]. Our discrete-event simulation model for the check-in counter problem follows the steps defined in Law [12]. The check-in counter operation is modeled as a multiqueue $M/M/n$ system. The model parameters, such as the probability distribution for passenger arrival and check-in processing time, are defined from collected statistics and a set of heuristics. A simulation model is then developed to simulate either a single flight or a common check-in flight group. Several simulations are performed on the model, and the simulated statistics are then compared with the tolerable service level, i.e., the tolerable waiting time and queue length. The system iteratively generates a new simulation model until it finds the minimal counter profile for that flight.

Fig. 3 is a flowchart of the simulation algorithm used in IRSS. The master seasonal schedule contains all the airlines’ flight schedules and check-in counter requests. Each flight in this master schedule is simulated, and a minimum profile is computed before CCAS performs seasonal long-term planning or daily check-in counter allocation.
The IRSS will first simulate all single flights before common check-in groups. For a single flight, the airline may opt for split operations, i.e., separate first/business class and economy class check-in counters. For split-operation single flights, IRSS will generate a set of simulation parameters and a model for each fare class. Iterative simulation will be performed twice and there will be two check-in counter profiles, i.e., one for first/business class and one for economy class. For regular single flights, only one series of iterative simulation will be performed. Common check-in groups are simulated last, since they cannot be processed until all the flights in the groups have been read into the IRSS. The system will then sort out the different common check-in flights and merge flights that belong to the same common check-in group. If the common check-in group does not require split operation, a single simulation model will be generated. Otherwise, two models will be generated to correspond with first/business class check-in and economy class check-in.

Both single flight and common check-in simulation parameters are generated from the rules stored in the knowledge base. The knowledge includes how check-in duration, arrival profile, and processing time for different flights may vary with the flight parameters. This information is used to determine what simulation parameter values are to be assigned for a particular flight. These values are obtained from previous statistics collected at the airport.

The search for the minimal profile will then proceed iteratively by executing the simulation model and collecting simulated results. The results are compared with the tolerable average waiting time and average queue length. By using search heuristics defined in the system, the counter profile is modified automatically based on the difference between the simulated results and the target result. A new simulation model is then created and executed. This process is performed iteratively until the minimal check-in counter profile is found.

A. Simulation Model

This section describes the components of the simulation model. There are three major components in the multiqueue model: arrival process, check-in mechanism, and queue discipline.

1) Arrival Process: The arrival process is modeled using passenger arrival statistics collected for different categories of flight. These statistics show that the interarrival times of passengers are IID random variables and follow nonstationary Poisson process, i.e., the arrival rate of passengers is a function of time. The charts in Figs. 4–6 show the typical passenger arrival pattern for morning, afternoon, and evening flights for each class of passengers respectively. To simulate the arrival of passengers for a particular flight, we use a passenger turn-up profile to describe the stochastic arrival pattern of each flight. The passenger turn-up profile records the portion of passengers out of the total average load of a flight that will turn-up in each time interval within the check-in duration. The number of time intervals depends on the check-in duration. For each type of haulage, time of day, and check-in duration, a turn-up profile is constructed based on the passenger arrival statistics.

Using this turn-up profile, the simulation model simulates the arrival of passengers as a nonstationary Poisson process for each flight. Exponential distribution, which is often used for modeling interarrival time [12], is selected to model the passenger arrival. Exponential distribution requires a scale parameter to generate the random variates. This is determined by estimating the mean interarrival time of passengers in each time interval within the check-in duration. The number of time intervals depends on the check-in duration. For each type of haulage, time of day, and check-in duration, a turn-up profile is constructed based on the passenger arrival statistics.

Using this turn-up profile, the simulation model simulates the arrival of passengers as a nonstationary Poisson process for each flight. Exponential distribution, which is often used for modeling interarrival time [12], is selected to model the passenger arrival. Exponential distribution requires a scale parameter to generate the random variates. This is determined by estimating the mean interarrival time of passengers in each time interval based on data stored in the passenger turn-up profile for each type of flight.

2) Check-In Mechanism: Similarly, the check-in mechanism is modeled using statistics collected on check-in servicing time. The statistics include check-in servicing time for different destinations and times of the day. Fig. 7 illustrates the
typical minimum, median, and maximum check-in processing time by different destination. Making use of these estimates, a commonly used distribution for modeling time to complete a task (beta distribution) is constructed [12]. The beta distribution requires the estimation of two shape parameters: \( \alpha_2 \) and \( \beta_2 \). The two shape parameters are determined from estimates of the minimum, maximum, and mode of the service time from the statistics collected.

The check-in mechanism used in the simulation model mimics the characteristics of the check-in process and the actual behavior of passengers. When a passenger arrives and people are waiting in line, he/she will pick a counter with the shortest queue and wait for service. In Hong Kong, counters are parallel and each has its own queue. In addition, the check-in processing time depends on the flight destination, which may have different check-in requirements. The processing rate is assumed to be homogeneous for all the counters servicing the same flight, and we assume staff members at counters of the same flight have similar skills and performance levels.

3) Queue Discipline: The queue discipline at the check-in counters is FIFO, which means passengers are served in a first-in, first-out fashion.

B. Implementation

The IRSS is designed to be a knowledge-based simulation system that combines simulation with knowledge engineering.
The IRSS consists of the airport database, a simulation model, a control structure with animation, a knowledge base, and a user interface. The architecture of IRSS is illustrated in Fig. 8, and each element in the system is discussed below.

The database contains the flight schedule, passenger turn-up profile, check-in counter processing times, parameters used in the simulation model, and simulated results and statistics. Whenever a flight is selected for simulation, the model generator will retrieve the passenger turn-up profile, flight information, and check-in counter data from the database to build the corresponding simulation model and experiment data set.

The simulation model defines the static and dynamic characteristics of the system. The experiment data set defines the experimental conditions under which the model is to be executed. This experiment data set can be easily changed without affecting the model. Hence, different “what-if” analysis can be performed by simply changing the parameters in the experiment data set. The simulation model and experiment files are generated using the parameter values stored in the model parameter data file. When the model executes, the simulated passenger arrival time, waiting time, and check-in processing time are collected and stored into the system database.

The control structure is designed to control and monitor the simulation process according to the architecture illustrated in Fig. 3. For each flight or common check-in group in the seasonal schedule, the corresponding simulation model and experimental files will be constructed using the model generator. The generated simulation model is then executed. The simulation results are compared with the tolerable service levels. The search heuristics automatically adjust the simulation model until a minimal check-in counter profile is found for each flight or common check-in group.

A graphic user interface (GUI) provides the means for users to interact with the system. This user interface is called the profile simulator and is used to simulate and animate the check-in counter queuing for one single flight (Fig. 9). The main purpose of the profile simulator is to allow the user to experiment with different combinations of the simulation parameters and to visualize the results. For example, the process of determining the real profile can be inspected visually using the simulator. The animation window graphically simulates passengers queuing in front of a set of check-in counters. The visual animation provides a way for the user to visualize effects of different what-if scenarios. Three types of what-if analysis...
can be performed. The first is to visualize the results from changing simulation parameters such as the tolerable queue length and waiting time or the service rate. The second is to visualize the results from changing the check-in counter profile itself such as extending the check-in time or adding or reducing the number of check-in counters. The third is to visualize the results from changing the flight parameters such as the number of locally boarding passengers or the time of departure. Through the what-if analysis, the user can fine-tune the IRSS system parameters to better match the reality at the airport. The profile simulator can be used either to test a particular counter profile or to automatically generate a counter profile that minimizes the total number of counter minutes (see Fig. 9, the “Minimize” button at the lower right-hand corner). Once the user has fine-tuned the desired parameters, the IRSS can then be used to perform simulation over the whole schedule using the new set of parameters.

V. SIMULATION RESULTS

This section presents a detailed analysis of the results from several simulated flights with the IRSS. Figs. 10–13 show the impact on the queue length when different counter profiles are used for a morning flight to the United States that has a three hour check-in and 418 passengers. Average processing time is assumed to be 3.81 min in all cases. Fig. 10 shows the change in queue length at each counter when twelve counters are opened for the entire check-in period. The service quality provided by this counter profile is within the tolerance level, where average queue length is less than three, and the maximum queue length is less than twelve. A counter profile of “8-10-12” means that eight counters are opened in the first hour of operation, ten counters in the next hour, and 12...
Fig. 13. Simulation result for counter profile 10-10-7.

Fig. 14. Simulation result for counter profile 8-8-8.

Fig. 15. Simulation result for counter profile 4-6-8.

TABLE I

<table>
<thead>
<tr>
<th>Profile Type</th>
<th>Total Counter Mins.</th>
<th>Avg. Queue Length</th>
<th>Max. Queue Length</th>
<th>Avg. Waiting Time</th>
<th>Max. Waiting Time</th>
<th>% Resource Saving</th>
</tr>
</thead>
<tbody>
<tr>
<td>12-12-12</td>
<td>2160</td>
<td>1.4</td>
<td>8.0</td>
<td>10.0</td>
<td>55.7</td>
<td>-</td>
</tr>
<tr>
<td>10-12-10</td>
<td>1920</td>
<td>1.7</td>
<td>8.0</td>
<td>11.5</td>
<td>57.9</td>
<td>11.1%</td>
</tr>
<tr>
<td>8-12-12</td>
<td>1920</td>
<td>2.5</td>
<td>9.0</td>
<td>17.6</td>
<td>71.1</td>
<td>11.1%</td>
</tr>
<tr>
<td>8-10-12</td>
<td>1800</td>
<td>3.4</td>
<td>14.0</td>
<td>23.6</td>
<td>83.4</td>
<td>16.7%</td>
</tr>
<tr>
<td>10-10-8</td>
<td>1680</td>
<td>2.9</td>
<td>12.0</td>
<td>16.9</td>
<td>69.0</td>
<td>22.2%</td>
</tr>
<tr>
<td>10-10-7*</td>
<td>1620</td>
<td>2.9 (3)</td>
<td>12.0 (12)</td>
<td>17.0 (4.68)</td>
<td>63.2 (39.58)</td>
<td>25.0%</td>
</tr>
</tbody>
</table>

* Minimum counter profile (Numbers in parentheses indicate the tolerable service level).

counters in the last hour. Figs. 11–13 show the corresponding surface plot of using alternative profiles: 8-10-12, 8-12-10, and 10-10-7 respectively. Clearly, counter profile 8-10-12 cannot meet the desired service quality level. By using two more counters during the second hour of operation and closing two in the last hour, the effect is reversed because now the desired service quality level is satisfied. The minimum counter profile for this flight was found to be 10-10-7.

Table I compares the different counter profiles considered. The measures for service quality include the average queue length, maximum queue length, average waiting time, and maximum waiting time. The percentage resource saving indicates how many counter minutes are saved by using the alternative profile. The profile with an asterisk is the minimum profile for this flight. The values in parentheses are the tolerance level for the service quality measures. In this case, some of the measures cannot be satisfied even using the current profile. Hence, queue length is used as the primary measure for service quality.

Figs. 14–17 show another morning flight to the United States that has two and a half hours for check-in and 250 passengers. Average processing time is assumed to be 3.81 min. Here, counter profile “8-8-8” means eight counters are opened in the first half hour of operation, eight counters in the second hour, and eight in the last hour. Fig. 14 shows the effect of using eight counters during the entire check-in period. Figs. 15–17 show other counter profiles that have been examined. Fig. 16 shows the profile 6-6-6, which is used currently in the manual approach as the alternative profile for resolving conflicts. The minimum profile for this flight was found to be 5-7-3, which saves the most counter minutes but still maintains the desired service quality level. Table II compares the different counter profiles examined.

An afternoon flight to Japan is also studied, and the results are shown in Figs. 18–21. This flight has a two hour check-in, 218 passengers, and an average processing time of 2.28 min. A counter profile of “4-4” means four counters are opened in the first hour of operation and four in the next hour. Fig. 19 shows the profile 4-3, which is used currently in the manual approach as the alternative profile for resolving conflicts. The minimum profile was found to be 5-3, which satisfies all the service quality tolerance levels. Although there is no real percentage resource saving, one counter is freed in the second
Fig. 16. Simulation result for counter profile 6-6-6.

Fig. 17. Simulation result for counter profile 5-7-3.

Fig. 18. Simulation result for counter profile 4-4.

Fig. 19. Simulation result for counter profile 4-3.

TABLE II
COMPARISON OF COUNTER PROFILES FOR 2.5 h DURATION AND 250 PASSENGERS

<table>
<thead>
<tr>
<th>Profile Type</th>
<th>Total Cntrs.</th>
<th>Avg. Queue Length</th>
<th>Max. Queue Length</th>
<th>Avg. Waiting Time</th>
<th>Max. Waiting Time</th>
<th>% Resource Saving</th>
</tr>
</thead>
<tbody>
<tr>
<td>Human gen.</td>
<td>960</td>
<td>1.36</td>
<td>8.0</td>
<td>7.85</td>
<td>31.55</td>
<td>25%</td>
</tr>
<tr>
<td>8-8-8</td>
<td>1200</td>
<td>1.21</td>
<td>7.0</td>
<td>9.29</td>
<td>37.49</td>
<td>-</td>
</tr>
<tr>
<td>6-8-6</td>
<td>1020</td>
<td>1.43</td>
<td>8.0</td>
<td>10.94</td>
<td>50.39</td>
<td>15.0%</td>
</tr>
<tr>
<td>4-8-6</td>
<td>960</td>
<td>2.05</td>
<td>9.0</td>
<td>15.74</td>
<td>69.10</td>
<td>20.0%</td>
</tr>
<tr>
<td>4-6-8</td>
<td>960</td>
<td>3.19</td>
<td>15.0</td>
<td>24.51</td>
<td>72.14</td>
<td>20.0%</td>
</tr>
<tr>
<td>4-7-6</td>
<td>900</td>
<td>3.10</td>
<td>12.0</td>
<td>20.83</td>
<td>66.52</td>
<td>25.0%</td>
</tr>
<tr>
<td>5-7-4</td>
<td>810</td>
<td>2.66</td>
<td>11.0</td>
<td>17.85</td>
<td>59.04</td>
<td>32.5%</td>
</tr>
<tr>
<td>5-7-3*</td>
<td>750</td>
<td>2.81 (3)</td>
<td>11.0 (12)</td>
<td>18.89 (4.68)</td>
<td>72.76 (39.58)</td>
<td>37.5%</td>
</tr>
</tbody>
</table>

* Minimum counter profile (Numbers in parenthesis indicate the tolerable service level).

hour of operation. This can make a difference if there is a need for an additional counter for another flight during that hour.

VI. CONCLUSION

This paper documents our research and development in creating a knowledge-based simulation system to predict check-in counter resource requirements at one of the world’s busiest airports. Results generated by this knowledge-based simulation system are then used by a constraint-based scheduling system that generates a schedule for daily check-in counter allocation. Results from our experiments show that combining intelligent simulation with resource allocation can lead to resource savings of up to 40%. This approach provides a more accurate means of predicting resource requirement than the current manual approach that is based upon the individual experience of each human scheduler. The CCAS and IRSS were in use at the Kai Tak International Airport from 1995 until its last day of operation on July 5, 1997.
Table III
Comparison of Counter Profiles for 2 h Duration and 218 Passengers

<table>
<thead>
<tr>
<th>Profile Type</th>
<th>Total Ctrns. Mins.</th>
<th>Avg. Queue Length</th>
<th>Max. Queue Length</th>
<th>Avg. Waiting Time</th>
<th>Max. Waiting Time</th>
<th>% Resource Saving</th>
</tr>
</thead>
<tbody>
<tr>
<td>Human gen. (4-3)</td>
<td>420</td>
<td>3.52</td>
<td>13.0</td>
<td>15.48</td>
<td>39.17</td>
<td>12.5%</td>
</tr>
<tr>
<td>4-4</td>
<td>480</td>
<td>2.66</td>
<td>11.0</td>
<td>11.73</td>
<td>38.54</td>
<td>-</td>
</tr>
<tr>
<td>3-4</td>
<td>420</td>
<td>5.20</td>
<td>21.0</td>
<td>22.91</td>
<td>56.03</td>
<td>12.5%</td>
</tr>
<tr>
<td>3-5</td>
<td>480</td>
<td>3.30</td>
<td>21.0</td>
<td>18.19</td>
<td>51.89</td>
<td>0.0%</td>
</tr>
<tr>
<td>5-3*</td>
<td>480</td>
<td>1.05 (3)</td>
<td>7.0 (12)</td>
<td>5.77 (10.86)</td>
<td>23.09 (25.12)</td>
<td>0.0%</td>
</tr>
</tbody>
</table>

* Minimum counter profile (Numbers in parenthesis indicate the tolerable service level).
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